Случайные числа в Python

Информатика. Язык программирования Python в курсе информатики. Все классы.

Для генерации случайных чисел нужно подключить библиотеку random:

from random import \*

Для решения учебных задач достаточно знания двух функций:

x = random()

n = randint(a, b)

x примет случайное дробное значение от 0 включительно до 1 не включительно.

n примет случайное целое значение от a до b включительно, где a и b — целые числа.

Игра поймай шарик на Python

Информатика. Язык программирования Python в курсе информатики. Все классы.

![https://foxford.ru/uploads/tinymce_image/image/35570/catch_ball.png](data:image/png;base64,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)

from tkinter import \*  
from random import \*  
  
screen\_width = 600  
screen\_height = 400  
r\_min = 20  
r\_max = 50  
dt = 10  # микросекунд  
#ball\_sprite\_filename = "ball\_sprite.png"  
scores\_format = 'очки: %d'  
  
  
class MainWindow:  
    def \_\_init\_\_(self, root):  
        global canvas  
        canvas = Canvas(root)  
        canvas["width"] = screen\_width  
        canvas["height"] = screen\_height  
        canvas.pack()  
  
        self.ball = Ball.generate\_random\_ball()  
        self.scores = 0  
        self.scores\_text = canvas.create\_text(screen\_width - 50, 10,  
                                              text=scores\_format%self.scores)  
  
        self.game\_cycle()  # запуск игрового цикла  
        canvas.bind("<Button-1>", self.mouse\_click)  
  
    def mouse\_click(self, event):  
        """ Проверяем, далеко ли шарик, и, если в него попали, то "лопаем" его,  
            создаём новый шарик, а за старый начисляем очки.  
        """  
        if self.ball.check\_contact(event.x, event.y):  
            self.scores += self.ball.scores  
            canvas.itemconfig(self.scores\_text, text=scores\_format%self.scores)  
            self.scores\_text  
            self.ball.destroy()  
            self.ball = Ball.generate\_random\_ball()  
  
    def game\_cycle(self, \*ignore):  
        canvas.after(dt, self.game\_cycle)  # перезапуск цикла  
        if self.ball is not None:  
            self.ball.move()  
  
  
class Ball:  
    def \_\_init\_\_(self, x, y, r, Vx=0, Vy=0):  
        self.x, self.y, self.r = x, y, r  
        self.Vx, self.Vy = Vx, Vy  
        self.avatar = canvas.create\_oval(x-r, y-r, x+r, y+r, fill="red")  
        self.scores = 10 + r\_max - r  
  
    def check\_contact(self, x, y):  
        l = ((self.x - x)\*\*2 + (self.y - y)\*\*2)\*\*0.5  
        return l <= self.r  
  
    def destroy(self):  
        canvas.delete(self.avatar)  
  
    def move(self):  
        """ сдвинуть шарик на его скорость """  
        # FIXME  
        self.x += 1  
        canvas.move(self.avatar, 1, 0)  
        pass  
  
    @classmethod  
    def generate\_random\_ball(cls):  
        r = randint(r\_min, r\_max)  
        x = randint(r, screen\_width-r-1)  
        y = randint(r, screen\_height-r-1)  
        # FIXME: добавить генерацию случайной скорости  
        return Ball(x, y, r)  
  
  
root\_window = Tk()  
#ball\_sprite = PhotoImage(file=ball\_sprite\_filename)  
window = MainWindow(root\_window)  
root\_window.mainloop()

Моделирование идеального газа на Python

Информатика. Язык программирования Python в курсе информатики. Все классы.

from tkinter import \*  
from random import \*  
  
frame\_sleep\_time = 10 # задержка между кадрами в милисекундах  
dt = 0.1 # квант игрового времени между кадрами  
default\_radius = 20  
atoms\_number = 20  
  
class Atom:  
    def \_\_init\_\_(self, canvas):  
        self.r = default\_radius  
        self.x, self.y = self.generate\_random\_ball\_coord()  
        self.vx, self.vy = self.generate\_random\_ball\_velocity()  
        self.avatar = canvas.create\_oval(self.x - self.r, self.y - self.r,  
        self.x + self.r, self.y + self.r, fill='green')  
        self.\_canvas = canvas  
  
    def move(self):  
        new\_x = self.x + self.vx\*dt  
        new\_y = self.y + self.vy\*dt  
        if new\_x < self.r or new\_x > screen\_width - self.r:  
            new\_x = self.x # rolling back coordinate!  
            self.vx = -self.vx  
        if new\_y < self.r or new\_y > screen\_height - self.r:  
            new\_y = self.y # rolling back coordinate!  
            self.vy = -self.vy  
        self.\_canvas.move(self.avatar, new\_x - self.x, new\_y - self.y)  
        self.x, self.y = new\_x, new\_y  
  
    def generate\_random\_ball\_coord(self):  
        x = randint(self.r, screen\_width - self.r)  
        y = randint(self.r, screen\_height - self.r)  
        return x, y  
  
    def generate\_random\_ball\_velocity(self):  
        vx = randint(-10, +10)  
        vy = randint(-10, +10)  
        return vx, vy  
  
  
def check\_collision(atom1, atom2):  
    """определяет факт столкновения между атомами  
    atom1, atom2 — экземпляры класса Atom"""  
    return (atom1.x - atom2.x)\*\*2 + (atom1.y - atom2.y)\*\*2 <= (atom1.r + atom2.r)\*\*2  
  
  
def collide(atom1, atom2):  
    dx = atom2.x - atom1.x  
    dy = atom2.y - atom1.y  
    # n — единичный вектор от центра одного атома до центра другого,  
    # он же вектор нормали плоскости столкновения  
    nx = dx/(dx\*\*2 + dy\*\*2)\*\*0.5  
    ny = dy/(dx\*\*2 + dy\*\*2)\*\*0.5  
  
    # разложение скорости первого атома на компоненту продольную и поперечную оси столкновения  
    v1\_parallel = atom1.vx\*nx + atom1.vy\*ny # скалярное произведение скорости atom1 на вектор n  
    v1\_parallel\_x = v1\_parallel\*nx  
    v1\_parallel\_y = v1\_parallel\*ny  
    v1\_perpendicular\_x = atom1.vx - v1\_parallel\_x  
    v1\_perpendicular\_y = atom1.vy - v1\_parallel\_y  
  
    # разложение скорости второго атома на компоненту продольную и поперечную оси столкновения  
    v2\_parallel = atom2.vx\*nx + atom2.vy\*ny # скалярное произведение скорости atom1 на вектор n  
    v2\_parallel\_x = v2\_parallel\*nx  
    v2\_parallel\_y = v2\_parallel\*ny  
    v2\_perpendicular\_x = atom2.vx - v2\_parallel\_x  
    v2\_perpendicular\_y = atom2.vy - v2\_parallel\_y  
  
    # собираем обратно скорости атомов, сохраняя перпендикулярную компоненту скорости и обменивая поперечные  
    atom1.vx = v1\_perpendicular\_x + v2\_parallel\_x  
    atom1.vy = v1\_perpendicular\_y + v2\_parallel\_y  
    atom2.vx = v2\_perpendicular\_x + v1\_parallel\_x  
    atom2.vy = v2\_perpendicular\_y + v1\_parallel\_y  
  
  
class GasStatistics:  
    def \_\_init\_\_(self, canvas):  
        self.\_canvas = canvas  
        self.histogram\_bins = 10  
        self.histogram\_v\_max = 10 # максимальная скорость отображаемая в гистограмме  
        self.\_histogram = [0]\*self.histogram\_bins  
        self.\_scale\_x = (int(canvas["height"]) - 40)/self.histogram\_v\_max  
        self.\_scale\_y = 5  
        self.\_x0 = 15 # местоположение оси координат для графика статистики  
        self.\_y0 = int(canvas["height"]) - 20  
        # рисуем на холсте оси координат  
        canvas.create\_line(self.\_x0, self.\_y0, int(canvas["width"])-15, self.\_y0,  
        width=2, fill="blue", arrow=LAST) # ось x  
        canvas.create\_line(self.\_x0, self.\_y0, self.\_x0, 0 + 15, width=2,  
        fill="blue", arrow=LAST) # ось y  
  
    def screen\_xy(self, x, y):  
        x = self.\_x0 + x\*self.\_scale\_x  
        y = self.\_y0 - y\*self.\_scale\_y  
        return x, y  
  
    def calculate\_histogram(self, atoms):  
        self.\_histogram[:] = [0]\*self.histogram\_bins  
        histogram\_bin\_dv = self.histogram\_v\_max/self.histogram\_bins  
        for atom in atoms:  
            v = (atom.vx\*\*2 + atom.vy\*\*2)\*\*0.5  
            # определение бина гистограммы, в который попадает данная скорость  
            i = int(v/self.histogram\_v\_max\*self.histogram\_bins)  
            i %= len(self.\_histogram) # чтобы не было вылета за пределы массива гистограммы  
            self.\_histogram[i] += 1  
  
    def show\_histogram(self):  
        self.\_canvas.delete('bin')  
        for bin in range(self.histogram\_bins):  
            x, y = self.screen\_xy(bin, self.\_histogram[bin])  
            self.\_canvas.create\_oval(x-5, y-5, x+5, y+5, fill='red', tag='bin')  
  
  
def time\_event():  
    # даём возможность подвинуться всем целям  
    for atom in atoms:  
        atom.move()  
    # проверяем столкновения атомов друг с другом  
    for i in range(len(atoms)):  
        for k in range(i+1, len(atoms)):  
            if check\_collision(atoms[i], atoms[k]):  
                collide(atoms[i], atoms[k])  
    stats.calculate\_histogram(atoms)  
    stats.show\_histogram()  
    gas\_canvas.after(frame\_sleep\_time, time\_event)  
  
root = Tk()  
gas\_canvas = Canvas(root, width=600, height=600)  
gas\_canvas.pack(side='left')  
screen\_width = int(gas\_canvas["width"])  
screen\_height = int(gas\_canvas["height"])  
  
statistics\_frame = Frame(root)  
statistics\_canvas = Canvas(statistics\_frame, width=400, height=400)  
freeze\_statistics\_button = Button(statistics\_frame, text="freeze")  
statistics\_canvas.pack(side='top')  
freeze\_statistics\_button.pack(side='top')  
statistics\_frame.pack(side='left')  
  
atoms = [Atom(gas\_canvas) for i in range(atoms\_number)]  
stats = GasStatistics(statistics\_canvas)  
  
time\_event() # начинаю циклически запускать таймер  
root.mainloop()

Игра Tank Wars на Python

Информатика. Язык программирования Python в курсе информатики. Все классы.

from tkinter import \*  
from random import \*  
from math import \*  
  
frame\_sleep\_time = 5   # задержка между кадрами в милисекундах  
dt = 0.01              # квант игрового времени между кадрами  
g = 9.8                # гравитационная постоянная игры  
screen\_width = 800     # ширина игрового экрана  
screen\_height = 600    # высота игрового экрана  
  
  
def create\_scores\_text():  
    global scores\_text  
    scores\_text = canvas.create\_text(60, 12, text="Scores: " + str(scores),  
                                     font="Sans 18")  
  
  
def change\_scores\_text():  
    canvas.itemconfigure(scores\_text, text="Scores: " + str(scores))  
  
  
def screen\_x(\_physical\_x):  
    return round(\_physical\_x)  
  
  
def screen\_y(\_physical\_y):  
    return screen\_height - round(\_physical\_y)  
  
  
def physical\_x(\_screen\_x):  
    return \_screen\_x  
  
  
def physical\_y(\_screen\_y):  
    return screen\_height - \_screen\_y  
  
  
class Shell:  
    def \_\_init\_\_(self, x, y, vx, vy):  
        self.r = 5  # отображаемый радиус при полёте  
        self.x, self.y = x, y  
        self.vx, self.vy = vx, vy  
        self.avatar = canvas.create\_oval(screen\_x(self.x) - self.r, screen\_y(self.y) - self.r,  
                                         screen\_x(self.x) + self.r, screen\_y(self.y) + self.r, fill="black")  
  
    def move(self):  
        new\_x = self.x + self.vx\*dt  
        new\_y = self.y + self.vy\*dt - g\*dt\*\*2/2  
        self.vy -= g\*dt  
        if new\_x < self.r or new\_x > screen\_width - self.r:  
            new\_x = self.x  # rolling back coordinate!  
            self.vx = -self.vx  
        if new\_y - self.r <= 0 or new\_y + self.r > screen\_height:  
            new\_y = self.y  # rolling back coordinate!  
            self.vy = -self.vy  
        canvas.coords(self.avatar, screen\_x(new\_x) - self.r, screen\_y(new\_y) - self.r,  
                      screen\_x(new\_x) + self.r, screen\_y(new\_y) + self.r)  
        self.x, self.y = new\_x, new\_y  
  
  
class Bullet(Shell):  
    """Пуля - самый лёгкий из снарядов.  
    Никогда не заканчивается, ничего не стоит, наносит минимальное поражение."""  
    def \_\_init\_\_(self, x, y, vx, vy):  
        super().\_\_init\_\_(x, y, vx, vy)  
        self.radius\_of\_destruction = 1  
        self.damage = 100  
        canvas.coords(self.avatar, screen\_x(self.x) - self.r, screen\_y(self.y) - self.r,  
                      screen\_x(self.x) + self.r, screen\_y(self.y) + self.r)  
  
  
class Tank:  
    def \_\_init\_\_(self):  
        self.health = 100  
        self.r = 20  
        self.x = randint(self.r, screen\_width - self.r)  
        self.y = ground[self.x]  
        self.lx = 40  
        self.ly = 40  
        self.barrel\_avatar = canvas.create\_line(screen\_x(self.x), screen\_y(self.y), screen\_x(self.x + self.lx),  
                                                screen\_y(self.y - self.ly), fill="black", width=3)  
        self.body\_avatar = canvas.create\_oval(screen\_x(self.x - self.r), screen\_y(self.y - self.r),  
                                              screen\_x(self.x + self.r), screen\_y(self.y + self.r),  
                                              fill="grey")  
  
    def shoot(self):  
        vx = self.lx  
        vy = self.ly  
        return Bullet(self.x + self.lx, self.y + self.ly, vx, vy)  
  
    def aim(self, x, y):  
        l = ((x - self.x)\*\*2 + (y - self.y)\*\*2)\*\*0.5  
        self.lx = 40\*(x - self.x)/l  
        self.ly = 40\*(y - self.y)/l  
        canvas.coords(self.barrel\_avatar, screen\_x(self.x), screen\_y(self.y),  
                      screen\_x(self.x + self.lx), screen\_y(self.y + self.ly))  
  
    def check\_collision(self, shell):  
        """ Проверяет, попал ли снаряд в танк.  
            x, y — координаты снаряда.  
            возвращает True или False"""  
        return (shell.x - self.x)\*\*2 + (shell.y - self.y)\*\*2 <= (self.r + shell.r)\*\*2  
  
    def get\_damage(self, shell):  
        self.health -= shell.damage  
  
  
class Ground:  
    def \_\_init\_\_(self, ground\_color="green"):  
        self.ground\_color = ground\_color  
        self.ground\_height = [200 + sin(x\*2\*pi/300)\*100 for x in range(screen\_width)]  
        self.avatars = []  
        for x in range(screen\_width):  
            ground\_column = canvas.create\_rectangle(screen\_x(x), screen\_y(0), screen\_x(x),  
                                                    screen\_y(self.ground\_height[x]),  
                                                    fill=ground\_color, outline=ground\_color)  
            self.avatars.append(ground\_column)  
  
    def \_\_getitem\_\_(self, item):  
        return self.ground\_height[item]  
  
    def check\_collision(self, shell):  
        """ Проверяет, попал ли снаряд в землю.  
            x, y — координаты снаряда.  
            возвращает True или False"""  
        min\_x = max(round(shell.x) - shell.r, 0)  # предохранение от выхода за границу экрана при анализе столкновения  
        max\_x = min(round(shell.x) + shell.r, screen\_width)  
        for x in range(min\_x, max\_x):  
            y = self.ground\_height[x]  
            if (x - shell.x)\*\*2 + (y - shell.y)\*\*2 <= shell.r\*\*2:  
                return True  
        return False  
  
    def boom(self, shell):  
        shell.avatar = None  
  
  
def time\_event():  
    global scores, current\_bullet  
  
    # если снаряд существует, то он летит  
    if current\_bullet:  
        current\_bullet.move()  
        collision = ground.check\_collision(current\_bullet)  # проверка, не столкнулся ли снаряд с землёй  
        for target in tanks:  # или с одним из танков  
            if target.check\_collision(current\_bullet):  
                collision = True  
  
        if collision:  
            print("BOOOM!")  
            ground.boom(current\_bullet)  
            for target in tanks:  
                target.get\_damage(current\_bullet)  
            current\_bullet = None  
  
        # scores += 1   # FIXME: сделать много очков  
        # change\_scores\_text()  
  
    canvas.after(frame\_sleep\_time, time\_event)  
  
  
def mouse\_move(event):  
    # целимся пушкой на курсор  
    current\_tank.aim(physical\_x(event.x), physical\_y(event.y))  
  
  
def mouse\_click(event):  
    global current\_bullet  
    if current\_bullet:  
        canvas.delete(current\_bullet.avatar)  
    current\_bullet = current\_tank.shoot()  
  
  
root = Tk()  
canvas = Canvas(root, width=screen\_width, height=screen\_height)  
canvas.pack()  
  
scores = 0  # FIXME очки для всех  
  
ground = Ground()  
tanks = [Tank() for i in range(2)]  
current\_tank = tanks[0]  
current\_bullet = None  
  
create\_scores\_text()  
canvas.bind('<Button-1>', mouse\_click)  
canvas.bind('<Motion>', mouse\_move)  
time\_event()  # начинаю циклически запускать таймер  
root.mainloop()

1. Игра Жизнь Джона Конвея на Python
2. Информатика. Язык программирования Python в курсе информатики. Все классы.
3. Клеточный автомат "Игра Жизнь" Джона Конвея на языке Python 3:
4. # License: GPLv3  
   \_\_author\_\_ = "Timofey Khirianov"  
   from tkinter import \*  
     
   frame\_sleep\_time = 100   # задержка между кадрами в милисекундах  
     
   cell\_width = 10  
   cell\_height = 10  
   cells\_horizontal\_number = 50  
   cells\_vertical\_number = 50  
   max\_physical\_x = cells\_horizontal\_number  
   max\_physical\_y = cells\_vertical\_number  
   screen\_width = cell\_width \* cells\_horizontal\_number    # ширина игрового экрана  
   screen\_height = cell\_height \* cells\_vertical\_number    # высота игрового экрана  
     
     
   def screen\_x(\_physical\_x):  
       return round(\_physical\_x \* cell\_width)  
     
     
   def screen\_y(\_physical\_y):  
       return screen\_height - round(\_physical\_y \* cell\_height)  
     
     
   def physical\_x(\_screen\_x):  
       return \_screen\_x / cell\_width  
     
     
   def physical\_y(\_screen\_y):  
       return (screen\_height - \_screen\_y) / cell\_height  
     
     
   def cell\_color(symbol):  
       colors = {0: 'white', 1: 'green', ' ': None}  
       return colors[symbol]  
     
     
   def cell\_outline\_color(symbol):  
       colors = {0: 'lightgray', 1: 'lightgray', ' ': None}  
       return colors[symbol]  
     
     
   class Field:  
       def \_\_init\_\_(self, field\_file, canvas):  
           """загружает поле с клетками из файла"""  
           self.\_canvas = canvas  
           with open(field\_file) as file:  
               self.matrix = [None] \* cells\_vertical\_number  
               self.avatars = [None] \* cells\_vertical\_number  
               for yi in range(cells\_vertical\_number):  
                   self.matrix[yi] = [None] \* cells\_horizontal\_number  
                   self.avatars[yi] = [None] \* cells\_horizontal\_number  
                   line = file.readline().rstrip()  
                   line += ' '\*(cells\_horizontal\_number - len(line))  
                   for xi in range(cells\_horizontal\_number):  
                       # любой символ, кроме пробела — значикт соотв. клетка жива  
                       is\_cell\_alive = 0 if line[xi] == ' ' else 1  
                       self.matrix[yi][xi] = is\_cell\_alive  
                       self.avatars[yi][xi] = canvas.create\_rectangle(screen\_x(xi), screen\_y(yi),  
                                                                      screen\_x(xi+1), screen\_y(yi+1),  
                                                                      fill=cell\_color(is\_cell\_alive),  
                                                                      outline=cell\_outline\_color(is\_cell\_alive))  
     
       def calculate(self):  
           """  """  
           # рассчитываем матрицу состояний клеток на следующем шаге  
           new\_matrix = [[0]\*cells\_horizontal\_number for i in range(cells\_vertical\_number)]  
           for yi in range(1, cells\_vertical\_number-1):  
               for xi in range(1, cells\_horizontal\_number-1):  
                   # подсчитаем количество живых соседей  
                   number\_of\_neighbours = 0  
                   for i in range(-1, 2):  
                       for j in range(-1, 2):  
                           number\_of\_neighbours += self.matrix[yi+i][xi+j]  
                   number\_of\_neighbours -= self.matrix[yi][xi]  
                   cell\_is\_alive = self.matrix[yi][xi]  
                   if (cell\_is\_alive and number\_of\_neighbours == 2) or number\_of\_neighbours == 3:  
                       new\_matrix[yi][xi] = 1  
                   else:  
                       new\_matrix[yi][xi] = 0  
           # копируем рассчитанную матрицу в self.matrix  
           for yi in range(1, cells\_vertical\_number-1):  
               for xi in range(1, cells\_horizontal\_number-1):  
                   if self.matrix[yi][xi] != new\_matrix[yi][xi]:  
                       self.matrix[yi][xi] = new\_matrix[yi][xi]  
                       self.\_canvas.delete(self.avatars[yi][xi])  
                       self.avatars[yi][xi] = self.\_canvas.create\_rectangle(screen\_x(xi), screen\_y(yi),  
                                                                            screen\_x(xi+1), screen\_y(yi+1),  
                                                                            fill=cell\_color(new\_matrix[yi][xi]),  
                                                                            outline=cell\_outline\_color(new\_matrix[yi][xi]))  
     
     
   def time\_event():  
       global scores  
       # перевычислить состояние поля с клетками  
       field.calculate()  
       canvas.after(frame\_sleep\_time, time\_event)  
     
     
   def mouse\_move(event):  
       pass  
     
     
   def mouse\_click(event):  
       pass  
     
     
   if \_\_name\_\_ == "\_\_main\_\_":  
       root = Tk()  
       canvas = Canvas(root, width=screen\_width, height=screen\_height)  
       canvas.pack()  
       canvas.bind('<Motion>', mouse\_move)  
     
       field = Field('map1.txt', canvas)  
     
       time\_event()  # начинаю циклически запускать таймер  
       root.mainloop()

Игра Arkanoid на Python

Информатика. Язык программирования Python в курсе информатики. Все классы.

\_\_author\_\_ = 'Timofey Khirianov'

# GPLv3 license

from tkinter import \*  
from random import \*  
from math import \*  
  
frame\_sleep\_time = 5   # задержка между кадрами в милисекундах  
dt = 0.1              # квант игрового времени между кадрами  
  
brick\_width = 40  
brick\_height = 15  
bricks\_horizontal\_number = 10  
bricks\_vertical\_number = 20  
max\_physical\_x = bricks\_horizontal\_number  
max\_physical\_y = bricks\_vertical\_number  
screen\_width = brick\_width\*bricks\_horizontal\_number    # ширина игрового экрана  
screen\_height = brick\_height\*bricks\_vertical\_number    # высота игрового экрана  
  
  
def screen\_x(\_physical\_x):  
    return round(\_physical\_x\*brick\_width)  
  
  
def screen\_y(\_physical\_y):  
    return screen\_height - round(\_physical\_y\*brick\_height)  
  
  
def physical\_x(\_screen\_x):  
    return \_screen\_x/brick\_width  
  
  
def physical\_y(\_screen\_y):  
    return (screen\_height - \_screen\_y)/brick\_height  
  
  
def create\_scores\_text():  
    global scores\_text  
    scores\_text = canvas.create\_text(60, 12, text="Scores: " + str(scores),  
                                     font="Sans 18")  
  
  
def change\_scores\_text():  
    canvas.itemconfigure(scores\_text, text="Scores: " + str(scores))  
  
  
def brick\_color(symbol):  
    colors = {'r':'red', 'g':'green', 'b':'blue', 'y':'yellow', ' ':None}  
    return colors[symbol]  
  
class Bricks:  
    def \_\_init\_\_(self, level\_file, canvas):  
        """загружает карту из файла"""  
        self.\_canvas = canvas  
        with open(level\_file) as file:  
            self.matrix = [None]\*bricks\_vertical\_number  
            self.avatars = [None]\*bricks\_vertical\_number  
            for yi in range(bricks\_vertical\_number):  
                self.matrix[yi] = [None]\*bricks\_horizontal\_number  
                self.avatars[yi] = [None]\*bricks\_horizontal\_number  
                line = file.readline().rstrip()  
                line = line + ' '\*(bricks\_horizontal\_number - len(line))  
                for xi in range(bricks\_horizontal\_number):  
                    color = brick\_color(line[xi])  
                    if color != None:  
                        self.matrix[yi][xi] = color  
                        self.avatars[yi][xi] = canvas.create\_rectangle(screen\_x(xi), screen\_y(yi),  
                                                                       screen\_x(xi+1), screen\_y(yi+1), fill=color)  
  
    def check\_collision(self, ball):  
        """ проверка, есть ли кирпич в левой, правой, верхней или нижней точке мячика """  
        ball\_beat\_points = [(ball.x + ball.rx, ball.y), (ball.x + ball.rx, ball.y),  
                            (ball.x, ball.y - ball.ry), (ball.x, ball.y - ball.ry)]  
        for x, y in ball\_beat\_points:  
            if self.matrix[floor(x)][floor(y)]:  
                return True  
        return False  
  
    def delete\_brick(self, xi, yi):  
        """ удалить кирпич """  
        self.matrix[yi][xi] = None  
        self.\_canvas.delete(self.avatars[yi][xi])  
        self.avatars[yi][xi] = None  
  
class Ball:  
    def \_\_init\_\_(self, x, y, vx, vy):  
        self.r = 5  # отображаемый радиус при полёте  
        self.rx = self.r/brick\_width  
        self.ry = self.r/brick\_height  
        self.x, self.y = x, y  
        self.old\_x, self.old\_y = x, y  
        self.vx, self.vy = vx, vy  
        self.avatar = canvas.create\_oval(screen\_x(self.x) - self.r, screen\_y(self.y) - self.r,  
                                         screen\_x(self.x) + self.r, screen\_y(self.y) + self.r,  
                                         fill="red")  
  
    def move(self):  
        new\_x = self.x + self.vx\*dt  
        new\_y = self.y + self.vy\*dt  
        if new\_x - self.rx <= 0:  
            self.vx = abs(self.vx)  
        elif new\_x + self.rx >= max\_physical\_x:  
            self.vx = -abs(self.vx)  
        if new\_y + self.ry >= max\_physical\_y:  
            self.vy = -abs(self.vy)  
  
        self.x, self.y, self.old\_x, self.old\_y = new\_x, new\_y, self.x, self.y  
  
        canvas.coords(self.avatar, screen\_x(self.x) - self.r, screen\_y(self.y) - self.r,  
                      screen\_x(self.x) + self.r, screen\_y(self.y) + self.r)  
        global game\_over  
        if new\_y <= 0:  
            game\_over = True  
  
  
class Racket:  
    def \_\_init\_\_(self):  
        self.lives = 3  
        self.x = 0  
        self.y = 0  
        self.lx = 2  # ширина ракетки  
        self.ly = 1  # высота ракетки  
        self.avatar = canvas.create\_rectangle(screen\_x(self.x), screen\_y(self.y),  
                                              screen\_x(self.x + self.lx),  
                                              screen\_y(self.y + self.ly),  
                                              fill="brown")  
  
    def move(self, x, y):  
        """ Двигает ракетку в указанную точку  
            x, y — координаты мышки в экранных координатах  
            """  
        self.x = physical\_x(x)  
        canvas.coords(self.avatar, screen\_x(self.x), screen\_y(self.y),  
                      screen\_x(self.x + self.lx), screen\_y(self.y + self.ly))  
  
    def check\_collision(self, ball):  
        """ Проверяет, попал ли мяч в ракетку.  
            ball — мячик.  
            возвращает True или False"""  
        return ball.y - ball.ry <= self.y + self.ly and self.x <= ball.x <= self.x + self.lx  
  
  
def time\_event():  
    global scores  
  
    # если снаряд существует, то он летит  
    if current\_ball:  
        current\_ball.move()  
        collision = racket.check\_collision(current\_ball)  # проверка, не столкнулся ли снаряд с землёй  
  
        if collision:  
            current\_ball.vy = abs(current\_ball.vy)  
            scores += 1  
            change\_scores\_text()  
    if not game\_over:  
        canvas.after(frame\_sleep\_time, time\_event)  
    else:  
        print("Game over!")  
  
  
def mouse\_move(event):  
    # целимся ракеткой на курсор мышки  
    racket.move(event.x, event.y)  
  
  
def mouse\_click(event):  
    pass  
  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    root = Tk()  
    canvas = Canvas(root, width=screen\_width, height=screen\_height)  
    canvas.pack()  
  
    bricks = Bricks('map1.txt', canvas)  
    scores = 0  
    game\_over = False  
    racket = Racket()  
    current\_ball = Ball(racket.x+racket.lx/2, racket.y+racket.ly, 0.5, 1)  
  
    create\_scores\_text()  
    # canvas.bind('<Button-1>', mouse\_click)  # FIXME: раскомментировать, когда будет сделано залипание мяча на ракетке  
    canvas.bind('<Motion>', mouse\_move)  
    time\_event()  # начинаю циклически запускать таймер  
    root.mainloop()

Игра Крестики нолики на Python

Информатика. Язык программирования Python в курсе информатики. Все классы.

Реализация игры "Крестики-нолики" с искусственным интеллектом (с рекурсивным анализом выигрышной стратегии):

# license: GPLv3  
\_\_author\_\_ = "Timofey Khirianov"  
  
def print\_field(field):  
    for line in field[0:3], field[3:6], field[6:9]:  
        print(\*line, sep = ' ')  
  
  
def game\_over(field):  
    """ определяет, может ли игра продолжаться.  
        возвращает  
            None, если игра ещё не закончена,  
            'x', если выиграли крестики,  
            'o', если выиграли нолики,  
            '.', если ничья  
    """  
    a = field  
    for i in range(3):  # определяю три одинаковых символа на горизонталях  
        if a[3\*i+0] == a[3\*i+1] == a[3\*i+2] and a[3\*i+0] != '.':  
            return a[3\*i+0]  
    for j in range(3):  # определяю три одинаковых символа на вертикалях  
        if a[0+j] == a[3+j] == a[6+j] and a[0+j] != '.':  
            return a[0+j]  
    # проверяем диагонали, нет ли на них трёх одинаковых символов  
    if a[0] == a[4] == a[8] and a[0] != '.':  
        return a[0]  
    if a[2] == a[4] == a[6] and a[2] != '.':  
        return a[2]  
    # если управление пришло сюда, значит никто не выиграл  
    # надо проверить, уже ничья или ещё продолжается игра  
    for i in range(0, 9):  
        if a[i] == '.':    
            return None  # игра ещё не закончена  
    return '.'  # ничья!  
  
  
enemy\_symbol = {'x': 'o', 'o': 'x'}  
  
  
def winning\_of\_position(field, player\_symbol):  
    """ Определяет, выигрышная, проигрышная или нейтральная данная позиция  
        +1 = выигрышная  
        -1 = проигрышная  
        0  = нейтральная  
        field - список из 9 символов 'o', 'x' или '.'  
    """  
    game\_over\_state = game\_over(field)  
    if game\_over\_state:  
        if game\_over\_state == '.':  # ничья  
            return 0  
        elif game\_over\_state == player\_symbol:  # выиграл я!  
            return +1  
        else: # выиграл противник…  
            return -1  
    else:  # итак, игра ещё не закончилась — запускаем рекурсивный анализ ходов  
        the\_worst\_position\_for\_enemy = None  
        winning\_of\_the\_worst\_position\_for\_enemy = +2  
        for pos in range(0, 9):  
            if field[pos] == '.':  
                field[pos] = player\_symbol  # делаю \_\_предполагаемый\_\_ ход  
                winning\_of\_position\_after\_the\_turn = winning\_of\_position(field,  
                                                                         enemy\_symbol[player\_symbol])  
                if winning\_of\_position\_after\_the\_turn < winning\_of\_the\_worst\_position\_for\_enemy:  
                    winning\_of\_the\_worst\_position\_for\_enemy = winning\_of\_position\_after\_the\_turn  
                    the\_worst\_position\_for\_enemy = pos  
                field[pos] = '.'  # Важно! Восстанавливаю пустоту позиции после анализа предполагаемого хода  
        return -winning\_of\_the\_worst\_position\_for\_enemy  # -1, если худшая позиция для врага — выигрышная  
                                                         # 0, если худшая позиция для врага — нейтральная  
                                                         # +1, если худшая позиция для врага — проигрышная (ура!)  
  
  
def ai\_choice(field, player\_symbol):  
    """ Возвращает позицию, куда решил сходить Artificial Intelligence  
        предполагается, что поле ещё не находится в состоянии game\_over,  
        и ещё возможно совершить ход  
    """  
    the\_worst\_position\_for\_enemy = None  
    winning\_of\_the\_worst\_position\_for\_enemy = +2  
    for pos in range(0, 9):  
        if field[pos] == '.':  
            field[pos] = player\_symbol  # делаю \_\_предполагаемый\_\_ ход  
            winning\_of\_position\_after\_the\_turn = winning\_of\_position(field,  
                                                                     enemy\_symbol[player\_symbol])  
            if winning\_of\_position\_after\_the\_turn < winning\_of\_the\_worst\_position\_for\_enemy:  
                winning\_of\_the\_worst\_position\_for\_enemy = winning\_of\_position\_after\_the\_turn  
                the\_worst\_position\_for\_enemy = pos  
            field[pos] = '.'  # Важно! Восстанавливаю пустоту позиции после анализа предполагаемого хода  
    assert the\_worst\_position\_for\_enemy != None, "Странно! Невозможно выбрать никакую позицию!.. %d"%the\_worst\_position\_for\_enemy  
    return the\_worst\_position\_for\_enemy  
  
def tournament():  
    """ реализация игрового тура """  
    field = ['.']\*9  
    while True:  
        pos = int(input("Введите номер позиции (число от 0 до 8)"))  
        #pos = ai\_choice(field, 'x')  
        field[pos] = 'x'  
        print\_field(field)  
        if game\_over(field):  
            break  
        pos = ai\_choice(field, 'o')  
        print('Компьютер ходит в позицию:', pos)  
        field[pos] = 'o'  
        print\_field(field)  
        if game\_over(field):  
            break  
    symbol = game\_over(field)  
    if symbol == '.':  
        print('Ничья!')  
    else:  
        print('Победили', symbol, '!')  
  
  
if \_\_name\_\_ == "\_\_main\_\_":  
    print("Привествуем Вас в игре крестики-нолики! С Вами играет Искусственный Интеллект!")  
    tournament()